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Chapter 1

Introduction

In my thesis I present new static analysis methods for functional programming language Erlang. I introduce rules for building control flow and control dependence graphs, and a method how to use these for change impact analysis. Beside this, I present a method based on static analysis how to extract the communication model of concurrent and distributed Erlang programs.

Functional programming languages are becoming more popular, thus there is a great need for tools to support development processes. Such tools may increase the productivity in development, provide help in code comprehension and debugging.

Static analysis tools only use the information that is available in the source code of the program. Such a static analysis tool is RefactorErl for the programming language Erlang. The source code in RefactorErl is represented in a so called Semantic Program Graph, that beside the lexical and syntactic layer, includes wide variety of semantic information. The presented methods take advantage of the facilities of this tool. The results may help in code comprehension, debugging, detecting candidates for parallelization and can be used for further analyses.

The presented static analysis methods were defined with rules, relations, patterns and algorithms. The newly developed algorithms have been introduced in RefactorErl.
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Results

The theses of my dissertation are:

1. thesis I have defined a set of compositional rules for building control flow graphs of Erlang programs. The rules assign control flow edges to expressions according to the semantics of the language. I have developed the algorithm for calculating the execution paths based on the control flow graphs in the RefactorErl framework. The result of the analysis can be used in dependence analysis, or in parallelization techniques as well.

2. thesis Based on the control flow graph, I have developed the control dependence graph for Erlang programs. I have defined a dependence graph, that includes both the control and data dependence information. I have provided an algorithm on how to use this dependence graph for program slicing. I have shown a method of how to use the resulted slice for impact analysis of refactorings, how to select the relevant test cases from a slice.

3. thesis I have defined a communication model of concurrent Erlang programs and provided the static analysis algorithms required for its construction. I have extended the model and the algorithms to analyse Erlang behaviours. The developed model supports code comprehension, but it can be used to refine impact analysis of concurrent programs.

We have extended the analyzer framework of RefactorErl with the presented methods. We have validated the implementations with tests [TTB+12] and with application of the results in new analyses. Such applications are, for example, the identification of parallelizable components [TBK17], and test case selection based on impact analysis [FBT17].
We have analysed large scale applications, looking for code fragments that can be transformed to parallelable codes. Formal criterion have been defined for execution paths that must be met during the parallelable code identification. The implemented identification algorithm resulted in candidates that matched well for parallelization.

The test case selection have been applied on large scale applications, to select the relevant test cases affected by a given change. The preliminary results were appropriate, but the results showed that the analysis could be further improved by taking into account implicit dependencies between processes.

The communication model have been validated through use cases. We applied the analysis on different source codes and the results have been analysed manually.

### 2.1 Control flow analysis

The result of the control flow analysis is the control flow graph, which is an intermediate representation of the source code. The static execution paths can be obtained with traversal of the graph. The control flow information is widely used, for example, in compilers for optimization, identification code fragments for parallelization and impact analysis.

As the graph is defined with static analysis, it is an over approximation of the dynamic control flow, thus the traversal of the graph may result in paths that are not true execution paths.

If the scope of the analysis is a single function and does not cross the boundaries of the function, it is said to be an intrafunctional analysis. If the analysis covers the entire program, thus it follows the function calls, it is said to be an interfunctional analysis.

In the dissertation, I have defined the formal rules of the flow of control for the different syntactic categories according to the Erlang language semantics. The defined rules are intrafunctional, the function calls that can cross the function boundaries are marked by special edges. I have defined an algorithm in RefactorErl that calculates interfunctional execution paths. The algorithm uses the function call graph to resolve the special call edges. We have exploited interfunctional execution paths in identification of parallelizable pattern candidates.

#### 2.1.1 Related publications

Main publications of the thesis: [TB12b] [TB11].
2.2 Impact analysis

The impact analysis calculates those parts of the source code that can be affected by a change, or it measures the effect of a particular change.

I have used dependence graph based static forward slicing to perform impact analysis. I have defined dependence graph for Erlang programs, which includes both the control and data dependence edges. The criterion of the slicing is a node (or set of nodes) that is affected by a change. The forward slice can be obtained with a traversal starting from the selected node. The nodes in the calculated slice are potentially affected by the change.

This method have been used to calculate relevant test cases. The nodes in the resulted slice have been examined to determine the functions containing the expressions. The algorithm filtered out the property-based test cases from a set of functions. The selected test cases are the potentially affected relevant test cases.

This method can be used not only for selecting property-based test cases, it can be tailored to any other test sets.

2.2.1 Related publications

Main publications of the thesis: [HBT14] [TB11] [BT11] [TB21].
Other publications related to the thesis: [TBH13] [FBT17] [TTB+12] [BTT+11a] [BTT+11b] [HBTE10] [TBHE11].

The publications listed here have a total of 14 independent citations, of which there are 9 independent citations for the main publications of the thesis (MTMT information).
The basic analysis algorithm only detects the processes that are started in a standard way and analyses the connections and direct and hidden communication between them. In order to detect the details of processes, the analysis uses data flow information.

Another algorithm has been defined that uses application-specific information for detecting hidden processes and indirect (through interface function) communications. Concurrent processes implemented as Erlang behaviours are called hidden processes, because the spawning and the communication is hidden from the developer. Such behaviours are often used in Erlang applications.

The resulted model can be used, for example, in code comprehension and debugging, or it can be used for checking violations of some predefined properties. The information provided by the model can also be used to refine the impact analysis of concurrent programs.

2.3.1 Related publications

Main publications of the thesis: [TB14, TB12b, BT16, BKT18].
Other publications related to the thesis: [LTB18, BST18, IM14, TB12a, TBHT10].

The publications listed here have a total of 9 independent citations, of which there are 6 independent citations for the main publications of the thesis (MTMT information).
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Summary

Functional programming languages are getting more popular nowadays, thus there is a high demand on new tools that may support the development process. There are two main types of such tools, one is operating with dynamic information by running the code, the other is performing static analysis on the source code of the program.

Erlang is a functional programming language designed for developing real world applications. The RefactorErl tool is an extensive static analyzer framework developed for Erlang. The tool offers several refactorings and code comprehension support for developers.

In general, the focus of my research was to develop new static analysis methods. These methods extract compound semantic information from the source code, and the result could be used for other analysis methods. My results are related to control flow, control dependence, impact analysis and communication model of Erlang programs.

In my dissertation, I have presented formal control flow rules based on the semantics of the language. The rules are compositional and can be used for developing control flow graph of an expression, or a function. The results of the control flow graph have been used further analysis techniques, like discovering parallelizable components in legacy source codes.

The information available in the control flow graphs can be used in many ways. It can be used for parallelization, debugging or change impact analysis. The control dependence graph is a more compact representation compared to control flow graph. It includes only direct control dependencies, while the control flow graph contains every execution path of a program. I have presented and extended the control dependence graph with data dependencies, what we call Erlang dependence graph. I have presented an impact analysis method based on the dependence graph. This method can be used for relevant test case selection. It selects only those test cases that could be affected by a
change. The presented method can not only be used for impact analysis of refactoring, but can be generalized for an arbitrary modification.

I have also presented a method for extracting the communication model from Erlang source codes. I have described the algorithms that can be used to identify the processes and the possible communication between them. I have extended the model with the analysis results of hidden communication. The Erlang Term Storage (ets) tables can be used as shared memory between processes. Any reading or writing operation is taken as an interaction with other processes accessing the same table. I have added analysis of generic server behaviors as another extension to the process model. This introduces another type processes and the hidden communication. The results can be used in code comprehension techniques, but the results from the communication model could be used in impact analysis as well.
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